**Aim**: Write a code to read data from the different file formats like JSON, HTML, XML, and CSV files and check for missing data and outlier values and handle them.

**Theory:**

Data is an important factor in all domains, industries, education, research, etc. And the data is not present in the same format. Even in a domain, we deal with different forms of information. In some cases, it may even be unstructured. Python being versatile, does have its hand in accessing various file formats. In this article, we will be discussing how to handle the most common file formats, namely, Text, CSV, XLSX, JSON, etc. using Python.

**Code:**

# read csv file

import pandas as pd

df = pd.read\_csv(r'property.csv')

df

#read xml file

df = pd.read\_xml('sample.xml')

df.head()

# read Excel file into a DataFrame

df = pd.read\_excel(r'file\_example\_XLSX\_50.xlsx')

# print values

df

# read Json file

import json

with open('comments.json') as data:

     JSONdta = json.load(data)

print(JSONdta)

# Importing libraries

import pandas as pd

import numpy as np

# Read csv file into a pandas dataframe

df = pd.read\_csv("property.csv")

# Read csv file into a pandas dataframe

df = pd.read\_csv("property.csv")

# Take a look at the first few rows

df.head()

# Standard Missing Values

# Looking at the ST\_NUM column

df['ST\_NUM']

df['ST\_NUM'].isnull()

# Non-Standard Missing Values

# Looking at the NUM\_BEDROOMS column

df['NUM\_BEDROOMS']

df['NUM\_BEDROOMS'].isnull()

# Replace missing values with a number

df['ST\_NUM'].fillna(125, inplace=True)

# Location based replacement

df.loc[2,'ST\_NUM'] = 125

df

# Import required libraries

# Importing

import sklearn

from sklearn.datasets import load\_boston

import pandas as pd

import numpy as np

import matplotlib.pyplot as plt

# Load the dataset

bos\_hou = load\_boston()

# Create the dataframe

column\_name = bos\_hou.feature\_names

df\_boston = pd.DataFrame(bos\_hou.data)

df\_boston.columns = column\_name

df\_boston.head()

df\_boston.describe()

# Detecting the outliers using IQR and removing them.

# Importing

import sklearn

from sklearn.datasets import load\_boston

import pandas as pd

# Load the dataset

bos\_hou = load\_boston()

# Create the dataframe

column\_name = bos\_hou.feature\_names

df\_boston = pd.DataFrame(bos\_hou.data)

df\_boston.columns = column\_name

df\_boston.head()

''' Detection '''

# IQR

Q1 = np.percentile(df\_boston['DIS'], 25,

                   interpolation = 'midpoint')

Q3 = np.percentile(df\_boston['DIS'], 75,

                   interpolation = 'midpoint')

IQR = Q3 - Q1

print("Old Shape: ", df\_boston.shape)

# Upper bound

upper = np.where(df\_boston['DIS'] >= (Q3+1.5\*IQR))

# Lower bound

lower = np.where(df\_boston['DIS'] <= (Q1-1.5\*IQR))

''' Removing the Outliers '''

df\_boston.drop(upper[0], inplace = True)

df\_boston.drop(lower[0], inplace = True)

print("New Shape: ", df\_boston.shape)

# Visualization

# 1. Box Plot

# Box Plot

import seaborn as sns

sns.boxplot(df\_boston['DIS'])

# Position of the Outlier

print(np.where(df\_boston['DIS']>10))

(array([351, 352, 353, 354, 355]),)

# 2. Histogram

df\_boston.DIS.hist()

# 3. Scatterplot

# Scatter plot

fig, ax = plt.subplots(figsize = (18,10))

ax.scatter(df\_boston['INDUS'], df\_boston['TAX'])

# x-axis label

ax.set\_xlabel('(Proportion non-retail business acres)/(town)')

# y-axis label

ax.set\_ylabel('(Full-value property-tax rate)/( $10,000)')

plt.show()

# Position of the Outlier

print(np.where((df\_boston['INDUS']>20) & (df\_boston['TAX']>600)))

**Output :**

# read csv file

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | **PID** | **ST\_NUM** | **ST\_NAME** | **OWN\_OCCUPIED** | **NUM\_BEDROOMS** | **NUM\_BATH** | **SQ\_FT** |
| **0** | 100001000.0 | 104.0 | PUTNAM | Y | 3 | 1 | 1000 |
| **1** | 100002000.0 | 197.0 | LEXINGTON | N | 3 | 1.5 | -- |
| **2** | 100003000.0 | NaN | LEXINGTON | N | NaN | 1 | 850 |
| **3** | 100004000.0 | 201.0 | BERKELEY | 12 | 1 | NaN | 700 |
| **4** | NaN | 203.0 | BERKELEY | Y | 3 | 2 | 1600 |
| **5** | 100006000.0 | 207.0 | BERKELEY | Y | NaN | 1 | 800 |
| **6** | 100007000.0 | NaN | WASHINGTON | NaN | 2 | HURLEY | 950 |
| **7** | 100008000.0 | 213.0 | TREMONT | Y | 1 | 1 | NaN |
| **8** | 100009000.0 | 215.0 | TREMONT | Y | na | 2 | 1800 |

#read xml file

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | **id** | **author** | **title** | **genre** | **price** | **publish\_date** | **description** |
| **0** | bk101 | Gambardella, Matthew | XML Developer's Guide | Computer | 44.95 | 2000-10-01 | An in-depth look at creating applications \n ... |
| **1** | bk102 | Ralls, Kim | Midnight Rain | Fantasy | 5.95 | 2000-12-16 | A former architect battles corporate zombies, ... |
| **2** | bk103 | Corets, Eva | Maeve Ascendant | Fantasy | 5.95 | 2000-11-17 | After the collapse of a nanotechnology \n ... |
| **3** | bk104 | Corets, Eva | Oberon's Legacy | Fantasy | 5.95 | 2001-03-10 | In post-apocalypse England, the mysterious \n ... |
| **4** | bk105 | Corets, Eva | The Sundered Grail | Fantasy | 5.95 | 2001-09-10 | The two daughters of Maeve, half-sisters, \n ... |

# read Excel file into a DataFrame

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **0** | **First Name** | **Last Name** | **Gender** | **Country** | **Age** | **Date** | **Id** |
| **0** | 1 | Dulce | Abril | Female | United States | 32 | 15/10/2017 | 1562 |
| **1** | 2 | Mara | Hashimoto | Female | Great Britain | 25 | 16/08/2016 | 1582 |
| **2** | 3 | Philip | Gent | Male | France | 36 | 21/05/2015 | 2587 |
| **3** | 4 | Kathleen | Hanner | Female | United States | 25 | 15/10/2017 | 3549 |
| **4** | 5 | Nereida | Magwood | Female | United States | 58 | 16/08/2016 | 2468 |
| **5** | 6 | Gaston | Brumm | Male | United States | 24 | 21/05/2015 | 2554 |
| **6** | 7 | Etta | Hurn | Female | Great Britain | 56 | 15/10/2017 | 3598 |

# read Json file

{'note': 'This file contains the actual data for your assignment', 'comments': [{'name': 'Abaan', 'count': 98}, {'name': 'Ashna', 'count': 95}, {'name': 'Dante', 'count': 94}, {'name': 'Isabel', 'count': 93}, {'name': 'Fearne', 'count': 92}, {'name': 'Kriss', 'count': 91}, {'name': 'Janani', 'count': 87}, {'name': 'Karhys', 'count': 85}, {'name': 'Megg', 'count': 84}, {'name': 'Luisa', 'count': 83}, {'name': 'Thorben', 'count': 79}, {'name': 'Kaelan', 'count': 77}, {'name': 'Ceirin', 'count': 75}, {'name': 'Lileidh', 'count': 70}, {'name': 'Angelika', 'count': 70}, {'name': 'Amelka', 'count': 69}, {'name': 'Justin', 'count': 69}, {'name': 'Muneeb', 'count': 68}, {'name': 'Antoine', 'count': 64}, {'name': 'Ivar', 'count': 61}, {'name': 'Kaid', 'count': 60}, {'name': 'Dakotah', 'count': 58}, {'name': 'Nadeem', 'count': 58}, {'name': 'Marybeth', 'count': 55}, {'name': 'Ashlyn', 'count': 55}, {'name': 'Kaydin', 'count': 50}, {'name': 'Obieluem', 'count': 48}, {'name': 'Cairn', 'count': 46}, {'name': 'Ala', 'count': 45}, {'name': 'Vithujan', 'count': 38}, {'name': 'Ivory', 'count': 34}, {'name': 'Rosalyn', 'count': 33}, {'name': 'Kaywan', 'count': 32}, {'name': 'Pedro', 'count': 31}, {'name': 'Bharath', 'count': 30}, {'name': 'Eshaal', 'count': 29}, {'name': 'Aliya', 'count': 28}, {'name': 'Sephiroth', 'count': 27}, {'name': 'Minah', 'count': 25}, {'name': 'Murdo', 'count': 22}, {'name': 'Ata', 'count': 21}, {'name': 'Remonae', 'count': 17}, {'name': 'Muskaan', 'count': 17}, {'name': 'Lottie', 'count': 17}, {'name': 'Giane', 'count': 9}, {'name': 'Dineo', 'count': 6}, {'name': 'Zoe', 'count': 5}, {'name': 'Raul', 'count': 4}, {'name': 'Tammylee', 'count': 2}, {'name': 'Morna', 'count': 1}]}

# Take a look at the first few rows

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | **PID** | **ST\_NUM** | **ST\_NAME** | **OWN\_OCCUPIED** | **NUM\_BEDROOMS** | **NUM\_BATH** | **SQ\_FT** |
| **0** | 100001000.0 | 104.0 | PUTNAM | Y | 3 | 1 | 1000 |
| **1** | 100002000.0 | 197.0 | LEXINGTON | N | 3 | 1.5 | -- |
| **2** | 100003000.0 | NaN | LEXINGTON | N | NaN | 1 | 850 |
| **3** | 100004000.0 | 201.0 | BERKELEY | 12 | 1 | NaN | 700 |
| **4** | NaN | 203.0 | BERKELEY | Y | 3 | 2 | 1600 |

# Standard Missing Values

# Looking at the ST\_NUM column

0    False

1    False

2     True

3    False

4    False

5    False

6     True

7    False

8    False

Name: ST\_NUM, dtype: bool

# Non-Standard Missing Values

# Looking at the NUM\_BEDROOMS column

0    False

1    False

2     True

3    False

4    False

5     True

6    False

7    False

8    False

Name: NUM\_BEDROOMS, dtype: bool

# Replace missing values with a number

# Location based replacement

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | **PID** | **ST\_NUM** | **ST\_NAME** | **OWN\_OCCUPIED** | **NUM\_BEDROOMS** | **NUM\_BATH** | **SQ\_FT** |
| **0** | 100001000.0 | 104.0 | PUTNAM | Y | 3 | 1 | 1000 |
| **1** | 100002000.0 | 197.0 | LEXINGTON | N | 3 | 1.5 | -- |
| **2** | 100003000.0 | 125.0 | LEXINGTON | N | NaN | 1 | 850 |
| **3** | 100004000.0 | 201.0 | BERKELEY | 12 | 1 | NaN | 700 |
| **4** | NaN | 203.0 | BERKELEY | Y | 3 | 2 | 1600 |
| **5** | 100006000.0 | 207.0 | BERKELEY | Y | NaN | 1 | 800 |
| **6** | 100007000.0 | 125.0 | WASHINGTON | NaN | 2 | HURLEY | 950 |
| **7** | 100008000.0 | 213.0 | TREMONT | Y | 1 | 1 | NaN |
| **8** | 100009000.0 | 215.0 | TREMONT | Y | na | 2 | 1800 |

handle Outlier

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **CRIM** | **ZN** | **INDUS** | **CHAS** | **NOX** | **RM** | **AGE** | **DIS** | **RAD** | **TAX** | **PTRATIO** | **B** | **LSTAT** |
| **0** | 0.00632 | 18.0 | 2.31 | 0.0 | 0.538 | 6.575 | 65.2 | 4.0900 | 1.0 | 296.0 | 15.3 | 396.90 | 4.98 |
| **1** | 0.02731 | 0.0 | 7.07 | 0.0 | 0.469 | 6.421 | 78.9 | 4.9671 | 2.0 | 242.0 | 17.8 | 396.90 | 9.14 |
| **2** | 0.02729 | 0.0 | 7.07 | 0.0 | 0.469 | 7.185 | 61.1 | 4.9671 | 2.0 | 242.0 | 17.8 | 392.83 | 4.03 |
| **3** | 0.03237 | 0.0 | 2.18 | 0.0 | 0.458 | 6.998 | 45.8 | 6.0622 | 3.0 | 222.0 | 18.7 | 394.63 | 2.94 |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **CRIM** | **ZN** | **INDUS** | **CHAS** | **NOX** | **RM** | **AGE** | **DIS** | **RAD** | **TAX** | **PTRATIO** | **B** | **LSTAT** |
| **count** | 506.000000 | 506.000000 | 506.000000 | 506.000000 | 506.000000 | 506.000000 | 506.000000 | 506.000000 | 506.000000 | 506.000000 | 506.000000 | 506.000000 | 506.000000 |
| **mean** | 3.613524 | 11.363636 | 11.136779 | 0.069170 | 0.554695 | 6.284634 | 68.574901 | 3.795043 | 9.549407 | 408.237154 | 18.455534 | 356.674032 | 12.653063 |
| **std** | 8.601545 | 23.322453 | 6.860353 | 0.253994 | 0.115878 | 0.702617 | 28.148861 | 2.105710 | 8.707259 | 168.537116 | 2.164946 | 91.294864 | 7.141062 |
| **min** | 0.006320 | 0.000000 | 0.460000 | 0.000000 | 0.385000 | 3.561000 | 2.900000 | 1.129600 | 1.000000 | 187.000000 | 12.600000 | 0.320000 | 1.730000 |
| **25%** | 0.082045 | 0.000000 | 5.190000 | 0.000000 | 0.449000 | 5.885500 | 45.025000 | 2.100175 | 4.000000 | 279.000000 | 17.400000 | 375.377500 | 6.950000 |
| **50%** | 0.256510 | 0.000000 | 9.690000 | 0.000000 | 0.538000 | 6.208500 | 77.500000 | 3.207450 | 5.000000 | 330.000000 | 19.050000 | 391.440000 | 11.360000 |
| **75%** | 3.677083 | 12.500000 | 18.100000 | 0.000000 | 0.624000 | 6.623500 | 94.075000 | 5.188425 | 24.000000 | 666.000000 | 20.200000 | 396.225000 | 16.955000 |
| **max** | 88.976200 | 100.000000 | 27.740000 | 1.000000 | 0.871000 | 8.780000 | 100.000000 | 12.126500 | 24.000000 | 711.000000 | 22.000000 | 396.900000 | 37.970000 |

Old Shape:  (506, 13)

New Shape:  (501, 13)

# Visualization

# 1. Box Plot

# Box Plot

<matplotlib.axes.\_subplots.AxesSubplot at 0x7f5803a19e50>

![https://lh4.googleusercontent.com/aK26Qs7KsKLfCh-fY8bXDAev6SccFSSMD1Mh_tIPGqPIgb96escwZoFUb360FzmpQx5_ZrCm5pZFvO9AhbyeX8HIw-JFKIirSLJ-Rnrki0dRsOc75csdpAB2mXoqIVRQRMcwPa8eudVJUAWVwgbVwJUkjeXI9I0gZqmOs4CT9YbJdtuNKdvFW9eivNq6mQ](data:image/png;base64,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)

# Position of the Outlier

# 2. Histogram

<matplotlib.axes.\_subplots.AxesSubplot at 0x7f58036c1550>
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**Result:**

Here in this practical we have use various like excel, csv, json file and also handled the outliers in the data.